| **Midterm Exam**  ***\_\_\_\_\_ \_\_\_\_\_ \_\_\_\_ \_\_\_\_ \_\_\_\_\_\_\_\_\_\_ \_\_\_***  ***| \_\_\_\_| \_\_\_\_/ \_\_\_/ \_\_\_| |\_\_\_ /\_\_\_ / \_ \***  ***| \_| | \_|| | \\_\_\_ \ |\_ \ / / | | |***  ***| |\_\_\_| |\_\_| |\_\_\_ \_\_\_) | \_\_\_) |/ /| |\_| |***  ***|\_\_\_\_\_|\_\_\_\_\_\\_\_\_\_|\_\_\_\_/ |\_\_\_\_//\_/ \\_\_\_/***  **EECS 370 Winter 2023: Introduction to Computer Organization** |
| --- |

| You are to abide by the University of Michigan College of Engineering Honor Code. Please sign below to signify that you have kept the honor code pledge:  ***I have neither given nor received aid on this exam,  nor have I concealed any violations of the Honor Code.*** | | |
| --- | --- | --- |
| Signature: | *\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_* | |
| Name: | *\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_* | |
| Uniqname: | *\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_* | |
|  | | |
| First/Last name of person sitting to your ***Right* (**Write 丄 if you are at the end of the row) | | *\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_* |
| First/Last name of person sitting to your ***Left* (**Write 丄 if you are at the end of the row) | | *\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_* |

**Exam Directions:**

* You have **120 minutes** to complete the exam. There are **8** questions in the exam on **14** pages (double-sided). **Please flip through your exam to ensure you have all 14 pages.**
* You must show your work to be eligible for partial credit!
* Write legibly and dark enough for the scanners to read your answers.
* **Write your uniqname on the line provided at the top of each page.**

**Exam Materials:**

* You are allotted **one** **8.5 x 11 double-sided** note sheet to bring into the exam room.
* You are allowed to use calculators that do not have an internet connection. All other electronic devices, such as cell phones or anything or calculators with an internet connection, are strictly forbidden.

## **Multiple choice/fill in the blank** [16 points, 2 each]

Write the capital letter of the best answer in the box or fill in the blank where indicated.

* 1. Dennard Scaling roughly states that:
     1. As transistors get smaller, their power per area stays constant.![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
     2. As transistors get smaller, their power density goes down.
     3. About every two years the number of transistors on a chip doubles.
     4. As transistors get smaller, their power density doubles about every two years.
     5. Processors tend to get unusably hot due to power per area not staying constant.
  2. Which of the following formulas is equivalent to the circuit below?

![NOR from NAND.svg](data:image/png;base64,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)

1. Q=A and B![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
2. Q=A nor B
3. Q=A xor B
4. Q=A or B
5. Q=not (A and B)  
   1. Which two of the following are the primary reasons we prefer not to use latches in our computer designs for things such as the MEM/WB pipeline registers?
      * 1. If the Gate signal is set high for too short of a time there may not be enough time for feedback to stabilize in the latch.
        2. If the Gate signal is set high for too long of a time, signals from the EX stage may have time to impact our output before we Gate is set low.
        3. If the Gate signal is set low for too long a time, the pipeline register will lose its data.
        4. If the Data signal is changing as the Gate goes high, the latch’s output will be unstable.

\_\_\_\_\_ and \_\_\_\_\_ are the two best answers. (Note: these are 1 point each)

* 1. Write -6 as a 5-bit 2’s complement binary number \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_.
  2. \_\_\_\_\_\_\_\_\_\_\_\_ is the largest (closest to positive infinity) number that can be represented in a 6-bit 2’s complement representation. Provide your answer in decimal.
  3. Which one of the following is true about the data hazards and control hazards in a pipelined processor?
     1. Data hazards only occur when instructions depend on the results of previous instructions, while control hazards only occur when instructions change the data in the pipeline.![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
     2. Data hazards occur when instructions depend on register values written by previous instructions, while control hazards occur when instructions change the flow of execution.
     3. Data hazards occur when the pipeline runs out of data, while control hazards occur when the pipeline runs out of control signals.
     4. Data hazards occur when multiple instructions access the same control signals, while control hazards occur when instructions change the flow of data.
  4. When executing a large program that has no hazards and where every stage always takes 1 cycle, the LC2K pipeline taught in class would expect to achieve a CPI of *about*:
     1. 1.0![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
     2. 3.5
     3. 4.0
     4. 5.0
     5. It depends on the instruction mix
  5. What is the purpose of having some registers be caller-save and other registers be callee-save (as opposed to doing one or the other) when making subroutine calls?

1. To ensure that the caller-saved registers are not overwritten by the callee.![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
2. To ensure that the callee-saved registers are not overwritten by the caller.
3. To prevent data corruption in the pipeline.
4. To reduce the number of registers stored to memory.

## Caller/Callee [8 points]

The code below uses two new-to-us ARM instructions, **push** and **pop**. The **push** instruction stores the register value listed onto the stack. The **pop** instruction loads the data from the stack and places it in the listed register. Both modify the stack pointer as appropriate to add to the stack (push) or remove from the stack (pop). Note: “lr” is the link register (X30) which is where the return address is put by a bl instruction.

main:

    movz r1, #0x13

    movz r2, #0x62

    movz r3, #0x83

    movz r4, #0x1

loop:

    cmpi r4, #0x5

    b.eq end

    push {r4}

    bl bob

    pop {r4}

    push {r4}

    bl tom

    pop {r4}

    push {r4}

    bl tom

pop {r4}

    add r3, r2, r1

addi r4, r4, #0x1

    b loop

tom:

    push {r1}

    push {r2}

add r1, r1, r1

    mov r4, r1

    add r2, r1, r4

pop {r2}

pop {r1}

    bl lr

bob:

    push {r2}

push {r3}

    movz r2, #0x66

    movz r3, r2

    add r3, r3, r3

pop {r3}

    pop {r2}

    bl lr

end:

Each register is being used as either callee or caller save. Identify which registers are being used as caller save and which are being used as callee save. Then, count the number of load/store pairs that occur per register when the program “main” is run until the label “end” is reached. **[8]**

| **Register** | **Caller or Callee** | **# load/stores** |
| --- | --- | --- |
| r1 |  |  |
| r2 |  |  |
| r3 |  |  |
| r4 |  |  |

## Short answer [11 points]

1. Consider the following LC2K program.

**add 1 2 3**

**lw 1 3 4**

**add 3 3 3**

**nor 2 3 4**

* + How many *stall cycles* does the above code incur on the five-stage pipeline discussed in class if we are using “**detect and stall**”? **[3]** ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
  + How many *stall cycles* does the above code incur on the five-stage pipeline discussed in class if we are using “**detect and forward**”? **[3]**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

1. Say you have an ISA where all instructions are 32-bits and which has 32 general-purpose registers and all immediate values are 12-bits. If your instruction set consisted of nothing other than instructions that used two general-purpose registers and one immediate as arguments, at most how many opcodes could your ISA support? Place your final answer in the provided box and clearly show your work. **[5]**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

## A short float [13 points]

Consider an 8-bit floating point format based on the IEEE standard where the most significant is used for the sign, the next 3 bits are used for the exponent and the last 4 bits are used for the mantissa. The scheme uses “biased 3” to represent the exponent (rather than biased 127 used for a 32-bit IEEE floating point number) and has an implicit one just like the IEEE format. This scheme is called “VSF” (very short float).

| Sign | Exponent | Mantissa |
| --- | --- | --- |
| 7 | 6 5 4 | 3 2 1 0 |

1. Write the *binary* encoding of 1.5 as a VSF number. **[4]**  
     
   0b\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_
2. What is the largest (closest to positive infinity) number that can be exactly represented as a VSF? Provide your answer in decimal in the box. **[4]**  
     
     
     
     
     
     
   ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
3. What is the gap between 2.5 and the smallest number larger than 2.5 that can be represented as a VSF? Provide your answer in decimal in the box. **[5]**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

## Latches and Flip-Flops [6 points]

Complete the timing diagram below for both a D latch and a rising-edge   
triggered D flip-flop. If a value is unknown, indicate that clearly using the notation shown. Assume there is no meaningful delay. In the case of the latch, “C” is the  
Gate input. **[6]** ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

## LC2K linking [13 points]

We’ve tried to link and assemble our two LC-2K assembly files, but it looks like some of the data got corrupted in one of them. Fill in the blank of the object file. Recall that the 0x notation indicates that the answer is expected in *hexadecimal* (that only applies to the blanks that start with 0x, all other answers should be in the format expected in project 2a).

| **PC** | **mary.as** | **mary.obj** |
| --- | --- | --- |
| 0  1  2  3  4  5  6  7  8  9 | lw 0 3 Bob          lw   0 2 Arr          jalr 3 7  Done    halt  Arr    .fill 1         .fill 5         .fill 2         .fill 1  Size   .fill 4  Bob  .fill Inc | \_\_\_ 6 \_\_\_\_ 3  0x\_\_\_\_\_\_\_\_\_\_\_\_\_\_  8519684  23003136  25165824  1  5  2  1  4  0x\_\_\_\_\_\_\_\_\_\_\_\_\_\_  \_\_\_\_\_   \_\_ \_\_\_  \_\_\_\_\_   T \_\_\_  Bob   D \_\_\_  Arr     D 0  Size    D \_\_\_\_  0  lw Bob  1  \_\_ Arr  \_\_\_ \_\_\_ \_\_\_\_\_ |

## LEGv8 [15 points]

Place your answers in the appropriate box.

*Variable to register mappings*

int32\_t t - X2 int32\_t v - X4 uint64\_t x - X7

int32\_t u - X3 int32\_t w - X5 uint64\_t y - X8

1. Convert the following C code to no more than 7 lines of equivalent LEGv8 assembly, assume int32\_t foo[]’s base address is held in X6. If you need a temporary register, use X1. You must use CBZ or CBNZ rather than any other branch. **[9]**

if(t==0) ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

w = foo[x+7];

else

w=3;

1. Show the final value of the memory and registers listed after the following LEGv8 code runs. You are to assume that all registers and any memory value not shown are initialized to be zero. Assume we are in little endian mode. Put all answers in hex. **[6]**

**LDURSW X4, [X31, #100]**

**STURW X3, [X31, #104]**

**STURB X4, [X31, #107]**

**LDURSW X3, [X31, #104]**

X3: 0x\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

X4: 0x\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

| Memory location | Initial value | Final value (in hex) |
| --- | --- | --- |
| 100 | 0x80 |  |
| 101 | 0x08 |  |
| 102 | 0xF9 |  |
| 103 | 0x55 |  |
| 104 | 0x44 |  |
| 105 | 0xCC |  |
| 106 | 0xBB |  |
| 107 | 0x22 |  |

## Stack it Up [18 points]

Consider a 8-bit stack-based ISA named “HOB” (identical to the ISA from homework 3). There are 3 instruction formats (bit 0 is the least-significant bit).

R-type instructions (add, nor): bits 7-5: opcode bits 4-0:  unused (should all be 0)   
I-type instructions (pushi): bits 7-5: opcode bits 4-0: value (2's complement)  
A-type instructions (push, pop, beq) bits 7-5: opcode bits 4-0: address (unsigned)

| **Assembly language Instruction** | **Opcode in binary  (bits 7, 6, 5)** | **Action** |
| --- | --- | --- |
| add (R-type) | 000 | Pop the top two values off of the stack and push on the sum of those two values back on the stack. |
| nor (R-type) | 001 | Pop the top two values off of the stack and push on the bitwise NOR of those two values back on the stack. |
| push (A-type) | 010 | Take the value stored at memory location specified by the address field and push it onto the stack |
| pop (A-type) | 011 | Take the value at the top of the stack and pop it.  Place that value into the memory location specified by the address field. |
| pushi (I-type) | 100 | Push the sign-extended value stored in the value field. |
| beq (A-type) | 101 | If the two values on the top of the stack are equal, pop them and branch to the location specified by the address field.  Otherwise do nothing (don’t change anything on the stack.) |
| halt (R-type) | 110 | Increment the PC (as with all instructions), then halt. |

1. Translate the following instructions into *hexadecimal*. **[3]**

| **Instruction** | **Hex** |
| --- | --- |
| nor | 0x |
| pushi -1 | 0x |
| beq 4 | 0x |

1. Say you have the following devices:

* **PC**: This is a 5-bit register with a write-enable control. When first powered up it initializes itself to zero. When the write-enable is 1, the device will store the input value on the next rising edge of the clock. (That is, at the end of the clock cycle.)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

* **32-byte memory**: When an address is presented to the Read Address A input, the data stored in that address is immediately written to Read Data A. When an address is presented to the Read Address B input, the data stored in that address is immediately written to Read Data B. When Write Enable is a 1, Write Data is written to the address specified by Write Address on the rising edge of the system clock. (That is, at the end of the clock cycle)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

* **ALU**: When ALUop is 1, the value Op1 + Op2 is placed on Output. When ALUop is 0, the bitwise NOR of Op1 and Op2 is placed on Output. Also, if Op1 and Op2 are equal then EQ=1, else EQ=0.
* **Stack:** The top value of the stack is placed on TopOut, the second highest value is placed on 2ndOut. Further the control signal has the following options:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
  + 0: do nothing
  + 1: pop the top value
  + 2: push the value StackIn onto the top of the stack.
  + 3: pop the top two values from the stack
  + 4: pop the top two values and then push the value StackIn onto the top of the stack.

As with the other registered devices, any changes to the stack don’t occur until the end of the clock cycle.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

* **Sign extend:** This device sign extends a 5-bit 2’s complement number into an 8-bit 2’s complement number.

Using the above devices plus wires and Muxes, create a *single-cycle data path* for the HOB ISA. You may drive constant values onto the wires if needed and should use as little hardware as possible. We have supplied two copies of a template for your answer. ***You may need to add additional devices from the above list.***

Note: we are asking for the data path only, you aren’t implementing the control part (no ROM, etc.). Thus, you will leave control points (e.g. MUX inputs, Stack Control, Write Enable) unconnected.

The next two pages have identical templates for this question (in case you make mistakes). *You must clearly indicate which copy of the template you want us to grade (by clearly crossing out the one you don’t want graded), otherwise we will grade the first one.* **[15 points]**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)
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